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Abstract
A number of powerful hybrid systems model checkers have recently emerged. Those

tools share a common goal of establishing an automatic verification process of hybrid sys-
tems, yet use quite different approaches. The two most prominent approaches are flow-pipe
construction and decision procedures. Although both classes of approaches show promise,
they have unique strengths and weaknesses. Therefore, it is natural to investigate the
possible synergies of those tools. Unfortunately, although all the tools support roughly
the same hybrid systems semantics, their model description languages differ dramatically.
This makes it difficult to quickly evaluate a specific hybrid automaton model using the
different tools and, even more importantly, makes the application cost of multiple tools
in a tool chain prohibitively high due to the low level of inter-tool interaction possibili-
ties. In this paper, we present Hyst, a source-to-source translation tool, currently taking
input in the SpaceEx model format, and translating to the formats of HyCreate, Flow*,
or dReach. Besides providing a translation between different model description languages,
our tool supports the concept of model-to-model transformation passes that both ease
the translation and potentially improve reachability results for the supported tools. In
addition, the transformation passes provide a natural way to embed multiple tools into
a single tool chain. We envision Hyst being a research vehicle which will help to boot-
strap novel approaches on the interface of multiple tools and approaches. Our evaluation
demonstrates Hyst is capable of automatically translating benchmarks in several classes
(including affine and nonlinear hybrid automata) to the input formats of several tools.
Additionally, we illustrate reachability improvement with a general model transformation
pass based on pseudo-invariants, currently implemented in Hyst.

1 Introduction
Hybrid systems are mathematical models that combine discrete and continuous dynamics. This
formalism has a large expressive power and therefore can describe the behaviour of a large range
of real-world systems, e.g., from the domain of embedded systems [19] and biological systems [10,
12]. A number of powerful and scalable model checkers have recently emerged [3, 8, 13, 14, 18].
They cover a number of hybrid system classes, e.g., affine vs. non-linear continuous dynamics
and monolithic vs. automata networks. Furthermore, the analysis algorithms are built around
different ideas and state representations, such as flow-pipe construction or decision procedures
for differential equations. These design decisions make the tools particularly efficient in some
settings, such as only for some classes of continuous dynamics. This makes the analysis of
complex heterogeneous systems comprising of multiple components particularly challenging as
the tool suitable for the analysis of the most complex component will be applied to the whole
system. In this paper, we lay the foundations for an inter-tool analysis framework which relies
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on the power of multiple approaches organised in a single tool chain to attack the system
complexity. In particular, we present an automatic source-to-source model converter from
the SpaceEx input format to the Flow*, HyCreate, and dReach formats. At present, direct
comparisons between model checkers cannot be done out-of-the-box as the input languages
are syntactically different. However, a manual comparison is possible because, although the
input languages of the considered model checkers differ syntactically, they rely on the same
behavioural semantics. In this way, a user of verification tools can quickly generate a model
file for a number of tools in order to find a tool that best fits the system under consideration.
Furthermore, a developer of hybrid systems model checkers can use Hyst to both compare
the performance of newly developed algorithms with other up-to-date analysis tools, as well as
to quickly check for correctness against a common set of models and as part of a regression
test suite. Finally, Hyst supports the concept of model-to-model transformation passes which
provide a way to adjust hybrid models towards the applied system analysis methodology. In
the paper, we discuss a model transformation pass based on pseudo-invariants to show possible
reachability analysis improvements. In the long term, we envision the Hyst being a natural way
to connect multiple tools in a tool chain and in this way providing an efficient way to exploit
possible collaborative verification among different tools.

This report is an extended abstract of an earlier paper presented recently at HSCC 2015 [5].
Related Work. In the last decade, several research groups have worked on approaches

to unify the syntax of hybrid model checkers. Sangiovanni-Vincentelli et al suggest the hybrid
systems interchange format (HSIF) [6]. A further attempt to provide a common input language
focused on the model composition has been undertaken within the FP7 Multiform project [23].
The project resulted in the Compositional Interchange Format (CIF). Earlier efforts for inter-
change formats were initiated for Charon [2]. The above outlined projects have in common an
idea to collect all the features available in different hybrid model checkers and provide an input
language which essentially subsumes the languages of every particular tool. Although having
a common interchange language supported by all the tools would be an ultimate solution, this
approach hinges on the willingness of the tool developers to support such an input format.
Furthermore, the incorporation of a common format into an established tool by third party
developers would be difficult due to the time overhead needed to get acquainted with the code
of each particular hybrid model checker.

Alternative approaches include using other frequently-used languages as standard input
formats. Agrawal et al. [1] suggest an algorithm to translate Simulink and Stateflow models
(SSM) into the equivalent HSIF models. In a slightly different setting, Schrammel et al. [22]
consider the translation problem for complex SSMs where involved treatment of zero-crossings
(enabling conditions for guards) is needed. Chen et al. [7] provide a translation from Stateflow
to CSP [17]. Mathworks, unfortunately, does not provide any rigid operational semantics for
its tools. This makes the model translation process error-prone and ambiguous, whereas we are
mostly concerned with the formal verification of a given model. Other recent languages include
the HYbrid systems with Discrete Interaction (HyDI) language, which is an extension of the
SMV input language [9]. Recent converter initiatives include a converter from Ptolemy II to
SpaceEx [21], and the HyLink converter from SSMs to hybrid automata [20].

2 Converter Architecture
The conversion architecture used in Hyst is shown in Figure 1. The tools takes as input a
source file, parses it to an intermediate representation (IR), then prints the resulting output
source format desired. Using the SpaceEx format has a number of practical advantages: several
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Figure 1: Hyst conversion architecture. SpaceEx XML models specifying hybrid automata
are translated to an intermediate representation (IR) inside Hyst, where model transformation
passes are performed. Then, the hybrid automaton is output in different syntax for input
to other tools, including HyCreate, Flow*, and dReach. It is not shown, but the SpaceEx
configuration file is also used, where, e.g., initial states and potentially bad states are specified.

available examples already exist in the format, there is a visual model editor for these files,
SpaceEx can import from the CIF format [15] and output SpaceEx XML, and there is prelim-
inary support in SpaceEx for hybrid automata flattening. As an input format, the grammar
specifying flows, guards, invariants, and resets of the automata does not have any restrictions
on being affine, so we use the input format of SpaceEx for Hyst and allow for nonlinear ex-
pressions. We note that in its current version, however, SpaceEx cannot analyze nonlinear
examples as the algorithms it uses do require affine expressions. In terms of output formats,
the supported tools are Flow*, HyCreate (both reachability and simulation), and dReach, and
output to other tools is part of our planned future work.

Internally, the IR is currently a set of data structures in Java which encode the modes,
transitions, continuous variables, flow differential equations, guards, and invariants. The in-
termediate representation may be modified prior to output for a specific tool’s format through
model transformation passes. Passes can be viewed as model-to-model conversions. Some
passes can aid in the exporting process. For example, dReach requires that identity resets are
explicitly defined, whereas other tools do not. A model transformation pass is therefore run
before writing a dReach source file which adds identity resets to transitions which did not define
them. Another model transformation pass can be used to check and rename variables that are
disallowed keywords for specific tools. Finally, model transformation passes can be used to
modify the reachability computation itself. For example, the method of pseudo-invariants [4]
has previously been shown to improve the accuracy and speed of the reachability computation
for multiple tools. Implementing it as a model transformation pass allows all supported tools
to be able to use the technique. An example using this pass is shown later in Section 3. Other
candidate passes we plan on implementing include over-approximating abstraction techniques,
such as hybridization. Once implemented in Hyst, these techniques would not need to be
reimplemented for each tool to use the approach, saving implementation effort and reducing
the likelihood of mistakes.

3 Results
In the introduction, three classes of users were considered for Hyst: (1) Users of verification
tools, (2) developers of tools, and (3) researchers who develop general techniques that may be
applicable to a wide variety of tools.

Users of Verification Tools Users can use Hyst as a quick way to create workable model
files for all of the supported tools. We used Hyst to convert numerous hybrid system models
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Figure 2: Thermostat/heater example hybrid automaton.
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Figure 3: Default reach set visualizations for thermostat/heater hybrid automata example
from Figure 2 for the various output model files and tools.

from different classes, including typical affine and nonlinear examples. For the purposes of
illustration, we use the example of a heater system interacting with the temperature in a room
measured by a thermostat, as shown in Figure 2 [16]. Although a simple system, it is illustrative
of most of the features found in hybrid automata including invariants, guards, flows, and non-
determinism. More complicated benchmarks have been converted using Hyst, however this
system is sufficient for reach-set illustration.

This system was converted by Hyst into the input format of the various tools. Each tool
was then run on the files, producing a reach set as the output. The graphical results for each
of the tools are shown in Figure 3. For all tools except dReach, these figures correspond to
reachable states. For dReach, the image corresponds to a witness counterexample execution
that leads to a bad (goal) set of states. These models serve as initial starting points for users
who want to analyze a model, as they can immediately see the rough performance of the various
tools. As described earlier, the tools contain tool-specific parameters which, after generation
using Hyst, can be further tweaked by the user.

We currently have about a dozen benchmarks which can be run through the translator and
executed by the various tools. These examples range from biological systems, neuron models,
power converters, and typical systems for evaluations of nonlinear reachability methods. The
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full set of examples and their converted models are available on the Hyst website1. The
conversion process for each model takes less than a second and is negligible when compared
with the reachability computation runtime.

Tool Developers For tool developers such output can also be illuminating. One unexpected
finding was that the visualization output for a buck-boost converter differed between HyCreate2
and Flow* for the same model, shown in Figure 4. If the produced reach sets do not intersect,
this is indicative of a bug in one of the tools (or in the translation process). In this case, the
issue was not caused by the reachability algorithm but rather by the visualization output of
Flow* being strictly six digits after the decimal point, which is not sufficient for the time scales
considered for this fast-switching system. This was confirmed by rescaling time in the model
file (using milliseconds as the X-axis instead of seconds), which corrected the visualization of
the reach set.

Researchers Many research results are applicable to general hybrid automata models, and
not only a specific tool. Reimplementing these results in each tool would require significant
effort, and be an error prone process. Piecemeal implementation of such results is also prob-
lematic because it is not clear if a tool is superior to another one because of an optimization
performed on the model, or the underlying algorithm, or due to subtle differences in the imple-
mentation of the technique. By implementing generic model transformations in Hyst, effort
and errors can be reduced, and a more fine-grained comparison of tools becomes possible.

For example, the time-scaling performed on the buck-boost system in Figure 4 was done
using a time-scaling model transformation pass. Using a command-line flag to Hyst, the user
can select the pass to perform and time scale desired, and the output model will be modified
accordingly.

Another model transformation pass implemented in Hyst is the method of pseudo-invariants
(PI) [4]. This method splits an individual mode of a hybrid automaton into several using a
set of provided conditions (called pseudo-invariants). The modes after splitting have identical
dynamics to the mode they came from, and the transformed automaton is bisimilar to the
original automaton. However, these artificial discrete transitions allow accumulating the set
of states being tracked for tools that use flow-pipe construction methods. This can, in certain
cases, serve to increase computation accuracy and reduce computation time.

To demonstrate this pass, we used the 2-d nonlinear model of a FitzHugh-Nagumo Neuron,
using the dynamics and initial states given by Dang et al. [11]. This system was converted to
both Flow* and HyCreate2 (which support nonlinear dynamics). Without pseudo-invariants,
neither tool can complete a single cycle within the state-space of the system due to accumulated
error. By passing the appropriate flag and parameters to Hyst, a modified model is produced,
resulting in visibly improved accuracy in the computed reach set for both tools. Other model-
transformations passes implemented in Hyst include expression simplification and zeno behavior
regularization.

4 Conclusion
In this paper, we present a source-to-source conversion tool called Hyst for hybrid automata.
The tool is capable of quickly converting a model to a number of hybrid system model checking

1HYST and examples are available at: http://www.verivital.com/hyst/
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(a) HyCreate2 (b) Flow* original (c) Flow* rescaled

Figure 4: The reach set computed by HyCreate2 and Flow* appears to differ. By rescaling
time in the Flow* model, this is confirmed as a result of the number of decimal digits Flow*
outputs, rather than a bug in the tool.

tools. Additionally, it supports model transformation passes, which serve to both ease conver-
sion, and allow generic application of model-transformation research results. As future work,
we plan to extend Hyst to more case studies and more tools, and we welcome contributions of
tool authors interested to integrate in the Hyst framework.
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